Atitit 编程语言性能优化方法总结
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# 三大方法 通过架构 配置 代码调整

## 上云 云虚拟机性能更高容易提升

# 配置模式对优化

## 优化vm配置 jit gc等

## 指令cache opcache等开启

## 并发模式 多进程 多线程模式

## 换web服务器

# 编程方法优化

## 简化 消除冗余代码

## 简化代码 **减少不必要的指令 只有5%是真正重要对**

从根本上讲，提高数据库性能的方法是减少 CPU 指令数量；有实验之处数据库处理事务过程中，正真有用的指令，即用于事务逻辑的指令[不到5%](https://15721.courses.cs.cmu.edu/spring2018/papers/02-inmemory/hstore-lookingglass.pdf" \t "https://zhewuzhou.github.io/2018/09/13/SQL_Compilation_Technology_For_Performance/_blank)

## 不使用大型重型外挂框架orm等

的 PHP 的运算性能表现都很优异，但是受到外加框架的影响，原本可以在数秒内处理上千个网页要求的 PHP，性能大幅下降，变为只能处理数十 个要求。

😂orm框架很影响性能啊，在这类复杂接口里面直接拼sql吧。。框架加载很耗时

## 嵌入其他语言sql等sp java等优化

## 少用虚函数 减少多态动态 尽可能静态方法函数

## 方法不要代码太少，加大内联inline代码

通过注释分割 加强可读性

## 尽可能使用stack变量，不要传递引用

## 对象序列化传递可能比加载更快

## 指定类型 优化obj模式

## 代数简化

## final、static 域等），称为静态解析

## TPL多任务

# 编译器优化

## Jit .JIT编译 (JIT Compile)

## 使用更快对存储寄存器，使用stack变量优先

## 垃圾回收管理

## 3.内嵌缓存(inline cache)

## **快照**

V8引入了快照机制，将内置的对象和函数加载之后的内存保存并序列化。序列化以后的结果很容易反序列化，经过快照机制的启动时间可以缩减几毫秒。快照机制也可以将一些开发者认为需要的JS文件序列化来减少处理事件。

## 强类型机制 或相同类型防止触发优化 回滚

* 。一个函数应该使用比较少的数据类型；对于数组，应尽量存放相同类型的数据，这样就可以通过偏移位置来访问。

## other

多使用栈内存

方法内联

# 10.编译器的优化

## 1）方法内联优化

内联优化是：一是去除方法调用的成本（如建立栈帧等），二是为了其他优化建立良好的基础

****方法的调用过程：****

　　(1) 首先会有个执行栈，存储目前所有活跃的方法，以及它们的本地变量和参数；

　　(2) 当一个新的方法被调用了，一个新的栈帧会被加到当前线程的栈顶，分配的本地变量和参数会存储在这个栈帧中；

　　(3) 跳到目标方法代码执行；

　　(4) 方法返回的时候，本地方法和参数会被销毁，栈顶被移除；

　　(5) 返回原来地址执行；

****方法内联的原理：****

方法内联就是把被调用方函数代码”复制”到调用方函数中，来减少因函数调用开销的技术。

一个简单的两数相加程序，被内联前的代码：

private int add1(int a, int b, int c, int d){

return add2(a + b) + add2(c + d);

}

private int add2(int x, int y){

return x + y;

}

运行一段时间后JVM会把add2方法去掉，并把你的代码翻译成：

private int add1(int a, int b, int c, int d){

return a + b + c + d;

}

****注意点：****

1）方法内联的其他隐含条件：

虽然JIT号称可以针对代码全局的运行情况而优化，但是JIT对一个方法内联之后，还是可能因为方法被继承，导致需要类型检查而没有达到性能的效果

想要对热点的方法使用上内联的优化方法，最好尽量使用final、private、static这些修饰符修饰方法，避免方法因为继承，导致需要额外的类型检查，而出现效果不好情况。

## 2）公共子表达式消除 与 代数简化

）代码进入即时编译器JIT中：

　　int d = E \* 12 + a + (a + E);

3) 这时即时编译器有可能进行另外一种优化：代数简化

　　int d = E \* 13 + a \* 2;

## 3） 数组边界检查消除

Java语言是一门动态安全的语言。如果有一个数组foo[]，在Java语言中访问数组元素foo[i]的时候系统将会自动进行上下界的范围检查，即检查i必须满足i >=0 && i < foo.length这个条件，否则将抛出一个运行时异常：java.lang.ArrayIndexOutOfBoundsException。

无论如何，为了安全，数组便捷检查肯定是必须做的，但数组边界检查是不是必须在运行期间一次不漏的检查则是可以“商量”的事情。例如：数组下标是一个常量，如 foo[3]，只要在编译期根据数据流分析来确定foo.length的值，并判断下标“3”没有越界，执行的时候就无需判断了

## 4）逃逸分析

逃逸分析的基本行为就是分析对象动态作用域：当一个对象在方法中被定以后，它可能被外部方法所引用，例如作为调用参数传递到其他方法中，称为方法逃逸。甚至还有其可能被外部线程访问到，譬如赋值给类变量或可以在其他线程中访问的实例变量，称为线程逃逸！

# Java对优化方法

## C1 和 C2 编译器

## 分层编译技术

# 

# Node v8引擎优化

## 隐藏类

# Php7对性能优化

为什么PHP7的性能可以提高这么多？

1. JIT

2. Zval的改变

3. 内部类型zend\_string

4. PHP数组的变化（HashTable和Zend Array）

5. 函数调用机制（Function Calling Convention）

6. 通过宏定义和内联函数（inline），让编译器提前完成部分工作

PHP7性能提升原因总结：

1、存储变量的结构体变小，尽量使结构体里成员共用内存空间，减少引用，这样内存占用降低，变量的操作速度得到提升。

2、字符串结构体的改变，字符串信息和数据本身原来是分成两个独立内存块存放，php7尽量将它们存入同一块内存，提升了cpu缓存命中率。

3、数组结构的改变，数组元素和hash映射表在php5中会存入多个内存块，php7尽量将它们分配在同一块内存里，降低了内存占用、提升了cpu缓存命中率。

4、改进了函数的调用机制，通过对参数传递环节的优化，减少一些指令操作，提高了执行效率。

# ref

Java性能优化系列之-JIT即时编译器与Java内存管理机制\_mike\_jun的博客-CSDN博客

为什么V8引擎这么快？-阿里云开发者社

V8带来的JS性能优化 - 云+社区 - 腾讯云区

PHP小白要知道：PHP7 性能为何能翻倍的关键因素是什么 - 云+社区 - 腾讯云